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Software-Dokumentation

Die Software von dem AutonoMouse 2 wird in Python geschrieben und benutzt das API PyQt5, das Package numpy und scipy. Die AutonoMouse2Control führt die eigentliche Jobs bzw. Trials durch. Der Schedule-Generator generiert die Schedules, die in dem Control durchgeführt werden. Die Zuordnung der Schedules zu den Mäusen erfolgt in dem Animal Window.

# **Unterschied zu Version 1.0**

* Es gibt 2 Leck-Ports
* Die Einstellung der Belohnung erfolgt nicht mehr im Animal-Window, sondern in Schedule-Generator. Das heißt, dass die Belohnungsparameter wird in dem Schedule bzw. Trial-Parameter gespeichert.
* Ein anderes Trial-Modell außer GNG (Go or no Go), nämlich LR (Left-Right).
* Die Belohnungsgröße und die Wahrscheinlichkeit der Belohnung kann jetzt per Schedule eingestellt werden.
* Die Daten-Klassen werden auch entsprechend geändert.
* Die randomisierte Reihenfolge der generierte Trials ist nicht mehr auf dem Reward basiert, sondern auf dem Odors.

Version 2\_Ports ist nicht *backward compatible*!

# **Schedule Generator**

Das Main-Skript ist in scheduleMain.py in dem Ordner „Autonomouse 2 Schedule“.

|  |  |
| --- | --- |
| Name | **scheduleMain** |
| Type | *Module* |
| Beschreibung | Das Hauptmodul des Schedule-Generators |
| Inhalt | **MainApp** |
| File | ~\Autonomouse 2 Schedule\scheduleMain.py |

|  |  |
| --- | --- |
| Name | **MainApp** |
| Type | *Class* |
| Beschreibung | Die App des Schedule-Generators.  Erbt *Qt.QMainWindow* und *mainDesign.Ui\_MainWindow* |
| Methods | **generate()**   * Ruf die Method „generate\_schedule“ von dem ausgewählten Class in dem Modul Schedule-Widgets wieder   **select\_schedule\_type()**   * Zuordnung des ausgewählten Class im Modul Schedule-Widgets mit dem Variable „current\_schedule\_type“   **draw\_pulse()**   * Zeichnet das Pulssignal für das Odour mit   **save\_schedule()**   * Speichert das Schedule, wenn ein Schedule generiert wurde |
| File | ~\Autonomouse 2 Schedule\schedule-main.py |

|  |  |
| --- | --- |
| Name | **PulseInterface** |
| Type | *Modul* |
| Beschreibung | Das Modul zum Interface des Zeichnens der Pulssignale |
| Methods | **make\_pulse(**sampling\_rate, global\_onset, global\_offset, params\_list**)**   * Das Interface zur Entscheidung welcher Pulse mit welchem Parameter generiert wird.   Argument: sampling\_rate = integer Wert; global\_onset, global\_offset = float (in Sekunde, einfaches Zero-Padding); params\_list = eine Liste von Dictionary von Parameters; entspricht params in BeastScheduleWidget)  Return: pulse\_matrix = 2d-numpy Array, enthält der generierte Pulse für jedes Odour in einem Trial; t = 1d-numpy Array, enthält die Zeitachse von pulse\_matrix |
| File | ~\Autonomouse 2 Schedule\ SchedulePyPulse\PulseInterface.py |

|  |  |
| --- | --- |
| Name | **PulseGeneration** |
| Type | *Modul* |
| Beschreibung | Das Modul zum Zeichnen das Pulssignal |
| Methods | **simple\_pulse(**sampling\_rate, params**)**   * Das Method zur Erzeugund des Pulssignals   Argument: sampling\_rate = integer Wert; params = eine Dictionary von Parameters; entspricht ein Element in params in BeastScheduleWidget)  Return: pulse = 1d-numpy Array, enthält der generierte Puls mit dem Parameter. t = 1d-numpy Array, enthält die Zeitachse von pulse  In der Anwendung in AutonoMouse 2 sind alle andere Pulse noch **nicht** implementiert. |
| File | ~\Autonomouse 2 Schedule\ SchedulePyPulse\PulseGeneration.py |

|  |  |
| --- | --- |
| Name | **ScheduleWidget** |
| Type | *Modul* |
| Beschreibung | Beinhaltet alle Klasse der Schedule-Typen |
| Inhalt | **Autonomouse2ScheduleWidget**  In der Anwendung in AutonoMouse 2 sind folgende Widget **nicht** implementiert:  **PretrainWidget**  **ConcGNGWidget**  **SimpleGNGWidget**  **SimpleCorrWidget**  **CorrWidget**  **ContCorrWidget**  **CorrOnsetDisruptWidget**  **CorrDifficultySwitchWidget**  **CorrRandomisedFrequencyWidget**  **CorrRandomisedFrequency2Widget**  **ShatterValveWidget**  **CorrDifficultySwitchCameraWidget** |
| File | ~\Autonomouse 2 Schedule\ScheduleModels\ScheduleWidgets.py |

|  |  |
| --- | --- |
| Name | **Autonomouse2ScheduleWidget** |
| Type | *Class* |
| Beschreibung | Das Widget für die Generierung des Schedules für AutonoMouse 2 Control.  Erbt *Qt.QWidgets* und *beastScheduleDesign.Ui\_Form* |
| Methods | **flatten\_value(**value**)**   * Tauschen value mit 0, wenn value < 0 ist.   Argument: value = integer Wert  Return: 0, wenn value < 0. value, wenn value > 0  **change\_reward\_map()**   * Aktuliesieren die angzeigte Reward-Map Tabelle in dem Widget   **generate\_schedule(**valence\_map**)**   * Generiert ein randomisierte Schedule. Die Randomisierung wird durch das Modul „**Gen**“   Argument: valence\_map = valence\_map von dem parent-Fenster  Return: schedule = eine Liste von „trial“  „trial“ = [rewarded, valve, valence map, lick fraction]  **pulse\_parameters(**trial**)**   * Speichern des Parameters in einem Dictionary   Argument: trial = [rewarded, valve, valence map, lick fraction]  Return: params = Liste von Dictionary von Parametern. Die Liste entspricht die Liste von Odours in einem Trial |
| File | ~\Autonomouse 2 Schedule\ ScheduleModels\ScheduleWidgets.py |

|  |  |
| --- | --- |
| Name | **Gen** |
| Type | *Modul* |
| Beschreibung | Das Modul zur Randomisierung der Sequenz der Trials in einem Schedule. |
| Methods | **odor\_sequence(**odour\_choice,n\_trials**)**   * Generieren der randomisierten Sequenz der Trials.   Argument: odour\_choice = die Wahl des Odours, die in dem Autonomouse2ScheduleWidget eingestellt wurde. n\_trials = die Anzahl des Trials, die generiert werden sollen.  **reward\_sequence(**n\_trials**)**   * Generieren der randomisierten Sequenz. Die ersten 6 sind festgesetzt. Es wird vorgesehen, dass nicht mehr als drei gleiche Werte nacheinander sind.   Argument: n\_trials = integer Wert.  Die Anzahl des Trials in einem Schedule  Return: sequence = ein Array mit der Länge von n\_trials  **generate\_correlation\_structure(**n, rho**)**   * In AutonoMouse 2 **nicht** implementiert. |
| File | ~\Autonomouse 2 Schedule\ Generation\Gen.py |

# **AutonoMouse 2 Controller**

Das Main-Skript ist in Main.py in dem Ordner „Autonomouse 2 Controller“. Die Sequenz für den Controller wird in einem Thread durchgeführt. Das Thread wird als Job von einem Worker-Klasse durchgeführt und die Worker-Klasse wird von von einem Controller-Klasse verwaltet. Die Klassen befinden sich in dem Modul „*ExperimentControl*“.

![](data:image/png;base64,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)

Abbildung : Überblick

|  |  |
| --- | --- |
| Name | **main** |
| Type | *Module* |
| Beschreibung | Das Hauptmodul des Controls |
| Inhalt | **MainApp** |
| File | ~\Autonomouse 2 Controller\main.py |

|  |  |
| --- | --- |
| Name | **MainApp** |
| Type | *Class* |
| Beschreibung | Die App des Controls. Main Window.  Erbt *Qt.QMainWindow* und *mainDesign.Ui\_MainWindow* |
| Methods | **setup\_experiment\_bindings(**experiment**)**   * Bindet die Klasse „Experiment“ im MainApp ein. Wird beim Speichern und Laden aufgerufen.   Argument: experiment = Klasse aus dem Modul „Experiment“  **load\_config\_data()**   * Ladet die Hardware-Einstellung ein   **save\_experiment()**   * Speichern des gebundenen Experiments mit Pickle. Bevor das Thread gestartet wird, muss eine Experiment-Datei gespeichert werden.   **load\_experiment()**   * Laden des gebundenen Experiments   Folgende Methods sind für die Qt-Signalen wichtig:  **thread\_control()**  **windows\_control()**  **experiment\_saved()**  **status\_changed()**  **open\_animal\_window()**  **open\_hardware\_window()**  **open\_control\_window()**  **open\_mail\_window()**  **open\_analysis\_window()**  **update\_trial\_view()**  **update\_data\_view()**  **update\_graphics\_view()**  **on\_trial\_selected()**  **update\_experiment\_info()** |
| File | ~\Autonomouse 2 Controller\main.py |

|  |  |
| --- | --- |
| Name | **ExperimentControl** |
| Type | *Module* |
| Beschreibung | Das Modul mit Worker-Controller Klassen |
| Inhalt | **ExperimentWorker, ExperimentController** |
| File | ~\Autonomouse 2 Controller\Controllers\ExperimentControl.py |

|  |  |
| --- | --- |
| Name | **ExperimentController** |
| Type | *Class* |
| Beschreibung | Verwaltet das Thread. Start- und Stop-Button werden hier implementiert.  Erbt *MainApp* |
| Methods | **update\_pref(**new\_pref**)**   * Aktualisiert Änderungen vom Hardware-Window, dass die Änderungen sofort im Thread angenommen werden.   Argument: new\_pref ist ein Qt-Signal, das von dem Hardware-Window bei Änderungen der Hardwareeinstellungen ausgegeben wird.  **start()**   * Startet das Thread und speichert die Startzeit   **stop()**   * Terminiert das Thread |
| File | ~\Autonomouse 2 Controller\Controllers\ExperimentControl.py |

|  |  |
| --- | --- |
| Name | **ExperimentWorker** |
| Type | *Class* |
| Beschreibung | Beinhaltet den Job, der im Thread durchgeführt wird (siehe die Methode trial()).  Erbt *ExperimentController* |
| Methods | **trial()**   * Der Job, der im Thread durchgeführt wird. Die Signale *trial\_end* und *finished* werden am Ende eines Trials ausgegeben bzw. wenn das Stop-Button gedrückt wird.   **check\_status()**   * Überprüft die Zeit, ob ein *Deadman* E-Mail gesendet werden soll.   **check\_licks()**   * Überprüft die Anzahl des Licks einer Maus in einem gegebenen Zeitfenster. Wenn die Anzahl zu niedrig ist, eine Warnung-E-Mail wird gesendet. Die Daten zur Überprüfung sind die gespeicherte Lick-Liste im Mouse-Objekt.   **animal\_present()**   * Überprüft, ob die Lichtschranke gebrochen ist.   **get\_present\_animal()**   * Liest der Id-Tag der Maus, die die Lichtschranke gebrochen ist.   **reward\_animal(**animal**)**   * Gibt das Wasser. Das Ventil der Wasserabgabe wird so lange geöffnet, wie das Reward eingestellt ist. Näheres zum Reward-Einstellung, siehe Animal-Window-Klasse.   Argument: eine Klasse von dem Experiment-Modul. Nähres zu der animal-Klasse, siehe Experiment-Modul  **timeout()**   * Softwaretiming für das Timeout. Der Rechner schläft für gegebener Zeit.   **save\_data(**argument)   * Wandelt die zu speichernde Daten in geeignete Format und speichert die Daten in csv-Datei.   Argument: Daten, die gespeichert werden. Diese sind   * animal\_id: der Id der Maus * timestamp: die Zeit, wann ein Trial beendet wird * rewarded: Boolean Variabel, ob das Trial belohnt warden soll * wait\_response: die Anzahl des Licks vor dem Abgabe des Odours * response: Boolean Variabel, ob die Maus in diesem Trial geleckt wird. * correct: Boolean Variabel, ob die Maus des Trial richtig durchgeführt hat. * timeout: Boolean Variabel, ob ein Timeout gegeben wurde * pulses: Das digitale Pulssignal von dem Lecken. Ist obsolet und nicht in csv-Datei gespeichert * time\_axis: Die Zeitachse des Pulssignals. Ist obsolet und nicht in csv-Datei gespeichert. * file\_timestamp: die Startzeit. Wird für die Namengebung der csv-Datei weitergegeben. * lick\_time: Die Zeiten, wann eine Maus nach der Abgabe des Odours geleckt hat. * licks: Die Anzahl des Licks nach der Abgabe des Odours * wait\_time: Die Zeiten, wann eine Maus vor der Abagabe des Odours geleckt hat. |
| File | ~\Autonomouse 2 Controller\Controllers\ExperimentControl.py |

|  |  |
| --- | --- |
| Name | **Experiment** |
| Type | *Module* |
| Beschreibung | Das Modul mit den Daten-Klassen der Experiment |
| Inhalt | **Experiment, Mouse, Schedule, Trial** |
| File | ~\Autonomouse 2 Controller\Controllers\ExperimentControl.py |

|  |  |
| --- | --- |
| Name | **Experiment** |
| Type | *Class* |
| Beschreibung | Beinhalte die Liste von dem Mouse-Objekt und die Liste von allem durchgeführten Trials. |
| Methods | **add\_mouse(**id**)**   * addiert ein Mouse-Objekt mit dem Parameter *id* in der Liste   Argument: *id* = Maus-RFID  **add\_trial(**argument**)**   * Append der Trial-Daten in einer Liste. Diese Liste wird in einer Tabelle im Main Window dargestellt.   **save()**   * Pickle der Experiment-Daten |
| File | ~\Autonomouse 2 Controller\Modells\Experiment.py |

|  |  |
| --- | --- |
| Name | **Mouse** |
| Type | *Class* |
| Beschreibung | Beinhalte die Liste von dem Schedule-Objekt, die die Maus durchführen soll und die Liste Lick-Daten einer Maus. |
| Methods | **update\_licks(**timestamp, rewarded, licks\_before, licks\_after, save\_path, water\_given, correct\_timeout**)**   * Addiert die Licks-Daten in der Liste und speichert diese.   Argument: Licksdaten. Diese Daten werden bei dem Method *check\_licks* in dem *ExperimentWorker*-Klasse wiederverwendet.  **add\_schedule(**argument**)**   * Addiert ein Schedule-Objekt in der Schedule-Liste. Das Schedule-Objeckt wird mit dem Parameter aus den gespeicherten Schedules konstruiert. Diese gespeicherten Schedules wurden von dem Schedule-Generator generiert.   **current\_trial()**   * Gibt die aktuelle Trial-Parameter zurück   **current\_trial\_pulse()**   * Gibt die aktuelle Odoursignal-Parameter von einem Trial zurück.   **current\_trial\_idx()**   * Gibt der Index des aktuellen Trials zurück.   **advance\_trial()**   * Ändert der Index zu dem Index des nächsten Trials. |
| File | ~\Autonomouse 2 Controller\Modells\Experiment.py |

|  |  |
| --- | --- |
| Name | **Schedule** |
| Type | *Class* |
| Beschreibung | Beinhalte die Liste von dem Trial-Objekt, die die Maus durchgeführt hat und die Liste der Trial-Parameter aus der gespeicherten Schedule. |
| Methods | **add\_trial\_data(**timestamp, wait\_response, correct, timeout, licks, rewarded**)**   * Addiert die Trial-Daten in der Liste der Trial-Objekt   Argument: Trial-Daten. Diese Daten werden bei der Analyse und *deadman* E-Mail wiederverwendet.  **n\_trials()**   * Gibt die Anzahl des Schedule-Trials zurück   **trial\_left()**   * Gibt die Anzahl der durchzuführende Trials in der gespeicherten Schedule zurück |
| File | ~\Autonomouse 2 Controller\Modells\Experiment.py |

|  |  |
| --- | --- |
| Name | **AppWindows** |
| Type | *Module* |
| Beschreibung | Das Modul mit den Sub-Window-Klassen |
| Inhalt | **ControlWindow**: Der Window zur Fernüberwachung mit Kamera**,**  **MailWindow**: Der Window zur Aktualisierung der Mailing-Liste**,**  **Animal Window**: Der Window zur Aktualisierung der Animal-Liste in dem Experiment-Klasse**,**  **HardwareWindow**: Der Window zur Aktualisierung der Hardware-Preferences**,**  **AnalysisWindow**: Der Window zum Anzeigen der Peformance der Mäuse |
| File | ~\Autonomouse 2 Controller\Windows\AppWindows.py |